Node.js Data Type

Node.js is highly performant, and it uses JavaScript because JavaScript supports first-class functions and closures.

Node.js has a few core types: number , boolean , string , and object.

The value undefined means that a value has not been set yet or simply does not exist:

**var** x;

console.log(x);

The code above generates the following result.
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Null

null is an explicit assertion that there "is no value":

**var** y;

console.log(y);

y = null ;

console.log(y);

The code above generates the following result.
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typeof

To see the type of anything in JavaScript, use the typeof operator:

console.log(typeof 10);

console.log(typeof **"hello"**);

console.log(typeof function () { **var** x = 20; });

The code above generates the following result.
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Constants

The standard practice is to use uppercase letters and variable declarations:

**var** SECONDS\_PER\_DAY = 86400;

console.log(SECONDS\_PER\_DAY);

Type Comparisons and Conversions

JavaScript has both the equality operator == and the precise equality operator ===.

console.log(234 == **'234'**);

console.log(234 === **'234'**);

console.log(234234.235235 == **'cat'**);

console.log(**"cat"** == **"CAT"**);

console.log(**"cat"**.toUpperCase() == **"CAT"**);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/T/TYPE_COMPARISONS_AND_CONVERSIONS__8AC68CB5072AEE5612AA.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAACaCAIAAAAxYEXjAAAExklEQVR42u3d0Y6bOhRAUf7/dzvvbqVKo0zsc2zAECezlu5Dk5LkDhmxazCwFQBYzGYVACBOACBOAIgTAIgTAOIEAOIEgDgBgDgBgDgBIE4AIE4AiBMAiBMA4gQA4gSAOAGAOAHA+Thtm4YBIE4AiFNeJnECYKE4bT89tqr+q8cnm29idQMwf+RUh6oeWtUPjcAAuDBOzcYkC2wVaxyAJeJkLQMgTgCI08Buve+H1jgAM+PUnP5Q0hkTJZjUBwCn4lSC6eP1Anm9lAmAmXECAHECFvXn6+vff9YD4gT8xjj9/yAtFCeAtRKoT+IEsOjgTJ/ECWCJOOW5QpyAlw0dHrfI+TMXLTwyrKnfPH/+8eH4jrvkQ5sxy1dm9D7RJyY/mt/VJeLUPV3JyUwwt0/dZ65euLsp3/Xw8c1Hlkze9sALk0/MW55X3O/qi+PUvVyeM23h4+N0oEbRm++N0/jDwZ8r//8c/EHE6cVxGqyOOMF1far/2X7Pwt0tfjKuygc9+QuTlwxWYdfOyXyYJU7iBLS3lc1nblh412Z9b5ySF3bj1D3wI07iJE5wa5y6G9aJC3c3693DMFH5Ro7fdEdpewskTp8Tp+ZlxZtXgG0+dB1YONmnwXli1y2cj4RGZkDU5RufOrE3luL0e0dO0e0Eo1s3Nf+sTyBO+aY/atWZuYWDnyhOnxynuj1bxRcAu4YFB85AOrPwyDGkkROkRnYGJudI5XO4u8OdZKbGyERzcXqbONWxieLUvYsu0O1T95nrFh7fRj+dV9t9n+SFeZnKz+Nkg+O2AzMMx89r9lu6UJyatxbsHnMSJ/i8wRysEqcDu/KikZYvAMQJ7otTMiHCMSd43yApE6vEKTl6FCnxPPJiKjm8Z5yMmVhu5AQA4gSAOAGAOAGAOAEgTgAgTgD80jh1z09y9hIAt8ape308p9YCcGuc3AkXAHECQJzECYD3ilPzOuIj9xKMrv3q6BQA80dOJ2+ZYZgFwMvilNwsw+AJgMlxqmMTxSnf7wcAM+P0dFPBZIDVHU4BwIQ4HdiVF420fAEA3BenZEKEY04AnI1TcvQoUuJ55MVUcgCmjJwAQJwAECcAECcAECcAxAkAxAmAXxqn7vlJzl4C4NY4da+P59RaAG6NkzvhAiBOAIiTOAHwXnFqXkd85F6C0bVfHZ0CYP7I6eQtMwyzAHhZnJKbZRg8ATA5TnVsojjl+/0AYGacnm4qmAywusMpAJgQpwO78qKRli8AgPvilEyIcMwJgLNxSo4eRUo8j7yYSg7AlJETAIgTAOIEAOIEAOIEgDgBgDgBIE4AIE4AiNPzQq7mAIA4ASBOnTKJEwALxSm6omsJri/evKirK70CcOHIqQ5VSW+oUR52CeoTAJfEqaR3xc1jJk4ALBQnaxkAcQJAnAZ2630/tMYBmBmn5vSHks6YKMGkPgA4FacSTB+vF8jrpUwAzIwTAIgTAOIEAOIEAOIEgDgBgDgBIE4AIE4AiBMAiBMAiBMA4gQA4gSAOAGAOAEgTgAgTgCIEwCIEwCIEwDiBADiBIA4AYA4ASBOACBOACBOAIgTAIgTAOIEAOIEgDgBgDgBIE4AIE4AIE4AiBMAiBMA4gQA4gSAOAGAOAGAOAGwqL8e+Qx0gZoInwAAAABJRU5ErkJggg==)

A number of different values evaluate to false.

console.log(**''** == false == null == undefined == 0);

console.log(null === undefined);

To check arguments to functions:

function fine(param) {

if (param == null || param == undefined || param == **''**)

throw new Error(**"Invalid Argument"**);

}

function better(param) {

if (!param)

throw new Error(**"Invalid Argument"**);

}

Pay more attention to the primitive wrapper.

**var** x = 234;

**var** x1 = new Number(234);

console.log(typeof x);

console.log(typeof x);

console.log(x1 == x);

console.log(x1 === x);

The code above generates the following result.

# **Node.js Numbers**

All numbers in JavaScript are 64-bit IEEE 754 double-precision floating-point numbers.

All numbers in JavaScript have the same floating point number type.

Arithmetic operations (+,-,\*,/,%) work on numbers as you would expect.

**var** myData = 1;

**var** myValue = 2;

console.log(myData + 1);

console.log(myData / myValue);

console.log(myData \* myValue);

console.log(myData - myValue);

console.log(myData % 2);

The code above generates the following result.

Example

The number type in JavaScript behaves much like integer data types in other languages:

console.log(1024 \* 1024);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__52C24A011A203613DA15.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAACQ0lEQVR42u3c0U7CMBSAYd7/ab3wfhpNyIT19PSUIWzfF29UCmwm/SkrXhYAeDEXpwAAcQIAcQJAnABAnAAQJwAQJwDECQDECQDECQBxAgBxAkCcAECcABAnABAnAMQJAN4zTpcfwa9av90ce1kJ7jAY1RrefTLAK/j8/Pj+ch6oxykTkky9gm/LcZIlEKf5p3H98nc5zsopzsx9M1pRie+k1bDMwg4gUyZ9Ok6c4iXRtR+jccqURpmAxy7d9OkscWoFKWhVfD0pXrF5Ww/IlyleSzlFZ4zTkt5DEd9g85b6BJTjtNipcfg4dd/uK+zxay2b4vcJAYa6JU6HjVN+y0NyeSROsJ46b959al3V37zg/7SBtQYE2xNav+r+cCg2m7e/P8zan6x8m+5JPt6ejr3i1PpM0lBLuvsDxYkz9yk/q/7XwNGJuDXhjh57clTr6RVORaZzk4f8+8Oh1wrnjdOS2Eq+DO7WEyeYeXUfT7XPH5g/hORDdB+0lsz8gSfvKrMbMF4+ZsbOZPj4cXrgh3DLH3iyIQJxEqf5OD3wGDPVybyJVzj/Z4nT/H8Mym+I6G6U6P4LJWXitH3afB39CgP3iFPwoHvEaXS6n7nq1sqYOAHvF6f1BYnCi/ddB05O35nrNLX7Sa6HCtdyxEmcQJyOFqf76/+1OHXvJ1OmWqLESZxAn/7Mrevp+HUGJqfm5JaBm+pklkrdEgw97cnwiJM4wSnitDmLZSa+pw3MTM1DU23woKNTdu16UnK7fPBw4hT7AkMCrKZJjGQYAAAAAElFTkSuQmCC)

The tricky part of using the number type, however, is that for many numeric values, it is an approximation of the actual number.

For example:

console.log(0.1 + 0.2);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__8877ECE09DB03341F431.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAACzklEQVR42u3cXW7rIBBA4ex/tVU34HtfWkUp4Bnsmkn9HeWhCgzBjjrH/ITHBgBAMR5uAQCAnAAAICcAADkBAEBOAAByAgCAnAAA5AQAADkBAEBOAAByAnA7Pj4//r/cB5ATAHIadeb75dshJwCoZSaKIicAKDeAIydyAoDFZhqPpdwicgKAKnLa7NcgJwCo6S1y+iNyenwRrNasqahg0XMF/w9rc+XLdNNgDb+3yH9l7HT2D/YqEpXq0m73ft6HuW9wuk7vnoz7eWs5fWeuQQp7LmqmwkEjilYVkVNBP6Wy/NrYbApuJt942h2Hp/L1uG+p7B/pxq51Xm7axHPDfeXU/LtXp5ciB5UVLSlKDYuxZK6pl4Oaaf362IPXEnkn3u1gvj7YjUhgxJrBUeDuKPa+cnpJW8EsNo76OcxSdH3Rs67IqaycBom+QuybyumsK43ct+BAMPtFbH995exX5DSYWWKFUnLqVUPxwVPKJb8dmxLt9GBxurW4TrKJ/uDaW3xmkpzOkdN4wYkVyAlz00S7D+OrYucSd3xpKvLRqZ0aB1sgp7cfOZnWq1+Una3FEjkFZ4pWxU5MUb6s8B+cGdttLd7/lKLI6f3ktFlzKl+0u4EFFfzUTLvBZHdl7JF5wmk5ZdecsmY9KB5yIidFk3Jqwg015fT8flYwF8ROmyOSdo8skk2YKe6nQZ3gYI6cDslpi20lH8tps4e78FZyI6eacuol90iyuzj2dDntfu4p298n/BeRU/wHWHbrnSCn5obj3hN6M9P59WvBInIqK6dsKl8be1xOqaJUa5Gd3NNX3Tu0Yk4t5JSW0xbYgxeZHXJuUMEicio+szeXLi+Lzf5GqnfYQarxeGuDs5oiRzbErzRy9tIpk5zkBICcTpbT1tlfNyen3dbGZmqOruaGj8E9fsGTAyPnFd3hHCNyAnCdXwFyAkBOICcAICecxD/UeKREfsyKNQAAAABJRU5ErkJggg==)

When performing floating-point mathematical operations, we cannot manipulate arbitrary real numbers and expect an exact value:

console.log(1 - 0.3 + 0.1 == 0.8);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__9B61B41A00346212B41F.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAABkUlEQVR42u3a0W7CIBSA4b7/05q9QHexzDjpoQeYFeL3ZRfGsK6lSf8hbjsATGYzBQCIEwCIEwDiBADiBIA4AYA4ASBOACBOACBOAIgTAIgTAOIEAOIEgDgBgDgBIE7pob/qA8wpABfF6V6dqECn6QKA/4xTsjriBIA4ASBO4gTAJHHa/irfjOJ0OGa3OwXAK1ZOZaUOXz+OL1/rE3yy2+3r58dUcHWcyvZsBTcAxGmVU1XT2eNUxiaKU/1zP0Cc1iqTRM0ep/s7ldVStFNl0oG1CqpPa8Sp46O8aKXlBgAzl6meK7O0XpwqX4iw5wQsEafT5ZRZemecKrtHkT3+Hvnuq+TAsmV66pOJevPKCUCcxEmc4BOfhtF+Rn03Prlpf/FB8pecnJDT6Xoa0/Tr3TerftqZzrVeeN/g/J2a50NLcYIZ+9T63/rjo3CSgwxeaVMJ8v3LH7wjq+MHjxLb/bcOY5n/50OcgP4HcesT7bKDjCyJxk8meVF9CYnOvGl1mJm9yjmfjiynurJ+GlkEv8I3vD36O27JQqkAAAAASUVORK5CYII=)

Note

In JavaScript dividing a number by zero returns the value Infinity or -Infinity instead of generating a runtime exception:

console.log(5 / 0);

console.log(-5 / 0);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE__B368A1B8EDCC48528A32.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAETklEQVR42u3d3W6jSBCAUb//045GuWcuIkUZGzdV1Y1p4BytVsrabvyj7S8NxDwWAJjMw1sAgDgBgDgBt/T15+/3P94KcQIQp/Ev4YahFSdAnM5RplslSpwAzlSmm/RJnABOsOYTJwAOjlNkRSVOABxfJnECYMY4Lbc5RV6cAE5WL3ECpp6e3u3kCZ7flTolbJ4xs29U6p2Mv5zUUANPt4uMsLqt8kZrTz77qKf7iBNcIVG1O7zOWWcZMzUtxqf4YHhSOUxtqL+47S72b27gm9DuqDjBlffwRO5w0jE7f2HfnCsL65XGvFxbANXiNGpbtWceiVD7w/r+tzjBLeLUmEpOOmbPm1O4qba8qz2Hgcum4AP7MxN/esExxQmuEKfyoqQ2C88w5ofjtIT3aM0Zp+x7WNgNmzoYtvnf94rT43/B+5trYL/FU3y2OsuYR8VpyJJx1/M7do3T0nEgbVicHi+CZXp6uDjBIXHaPMHs1GN2ZruWnyGz/2dOPtzvN57yQ+Krrmhs4uUYkhmhglFLhPavq2cfc8gM+3Q0vhansRsqlGm1T5/vujgB27tK2jthLjBm53RZ2DdVK2jn2eQ9S8Dyka094rSEdwnOGCe7+GBsnFbv0xmSScYsT5flU8ZH7c/Mxqn88nctzVxx+vnx9ZDS6wGq33fYfOCydpTr6c6po19w2z61/+evTSJzjlmYLvtPyQsWdMgJEUPehMIuxJ0eslec3tWifef2A+MD/vwXkxHUJv3ff+d4jTELS5zyKQ+pOPVvaCn9fVJ/bFKlmSVOPT8GbxIn6Jx9NufK7KH1mcc8ME7tJzlqQ6mXPGRPXe27mg74O6dj4/R6q5kICnN6z76aycf8cJyCBe3cUGrhMjZOS/jvpgsPESe49eLpkzPU4WOOilNh39Sob+vJlin77UE9H1N8W+XinjVOi/MgoGM67pn0px2z/5f09lUt+tci5Q1tXnak3N3a2i649c3opto5dZxWzwM0AUF5R9DwL3M7cMxRC5fXSKSOuGSvF7W5oXiZst3t7GvnO5P9fpD01xetnike+TF+U2PxZPaB/jn9GmP2f5NszxeYxl94akM9ZVrenDs38ADb8CsNNl7dmaZ7cQKyCbz85cyv6jTTvTIB4iROc2XJ0SZAnMRpxjj5qIBCnLwP4gQgTogTwK8OjbrWBuIEMDJOT+dSe2fEKbCl5OXeHWoCan2SpTvG6d2fzW4+6unh4gTA4JWTC7cDIE7iBCBOk8XJLj4AcUrX4t0F15e18yAiV2pfvan9LbHqBSBOK22IXxpj9SvMG61y4XYAcaqvnLI/1i4/KE4Ad4/T6lnjLtwOgDiJE4A4xYp1YJwW50EAiNMkcVo9D9CnCHD3OD2alpfdgI0f4zc1Fk8+QgBxmuzZixOAOCkTAOL0NkuONgGI04xx8uEBiBMAiBMA4gQA4gQA4gSAOAGAOAEgTgAgTgCIEwAc4x+aJ9I3XVU+TwAAAABJRU5ErkJggg==)

Infinity and -Infinity are valid values that we can compare against in JavaScript:

**var** x = 10, y = 0;

console.log(x / y == Infinity);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE__E79CB79318B529DD69B9.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAA7klEQVR42u3aQQrCMBBA0bn/bQvuo1AolUkHIRUHeY9saovIdPGJJAYANBNGAIA4AYA4ASBOACBOAIgTAIgTAOIEAOIEAOIEgDgBgDgBIE4AIE4AiBMAiBMA4gQA4gQA63GK0DAAxAkAcarLJE4ANIpTvDu3Kt86fzj9EuMG4P6dUw5V3lrlSzswAL4Yp2ljigciMXEAWsTJlAEQJwDE6YO/9Y5LEwfgzjhNjz+M8sTEuDjUBwBLcRoXx8fzA3W9lAnYbY/ttcyB1TgB/Fmc9t9wLC9FnABa1DEvkxEngC77NnESJ4Afl6neSxlRE08I0pGligsYKQAAAABJRU5ErkJggg==)

Note 2

You can use the functions parseInt and parseFloat to convert strings to numbers:

console.log(parseInt(**"32"**));

console.log(parseFloat(**"8.24"**));

console.log(parseInt(**"234.12345"**));

console.log(parseFloat(**"10"**));

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE_2__8078A9731FE02592BBE8.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAB8CAIAAADxfb18AAAE8ElEQVR42u3d3Y7TOhSA0Xn/pwXxAOUCCY2aZnt724nd6Vo6N5DgU4Lkb5zm5+sBAJv5cggAECcAECcAxAkAxAkAcQIAcQJAnABAnABAnAAQJwAQJwDECQDECQBxAgBxAkCcADb168/vf/85FOL0aqdv8psAPipO/z+toF4ep+/VOUYo2ATwUXF6KpNEXR6noFVnmwA+M6L6dFOcgoVUfhPAjy9TkCuH6No4xfkRJ+Bj49RcTjlKV8Wp+a2SMgHKdNYnB+ryldPLCFk2AeIkTmviFERImeCiie/sq/Xmt+5Pm/YcKn8QkoeoeQC7PtL4dQ3Bnz2OXPhf9H7C/P7Bv+z4v+lNcVImuKdPhUlh4vxy0VC1v/tx3h8JzHFTcvBynM6m/sLgyUGaf8e4muUfR5bFKf4lMLFPvWeNgnlnq6FGlkS12Tb+SF2DF5Z9+d+sjZwfvBmb+IeS5M8rl8TpeBPucesTUwncFqdmJN5iqPLKI9+PJXGKP8zIkZl1WJp/pHYW9L44vQyPMsHmi6fC/quGWhin5Dgbxim5Kfml3awjeVOcgHeJ03F+eaOhVi0R8ovCiddxXHeRRW3n4OSeOAHFOTqYTN9oqPGJOHnVQyZOU3KS7EH5eyxxAvbtUy0Dew5Vm1tfXuOeD0x+1u5NQlfwppzqFCdgizgFs0lhMlo+VO/c2jWlZj7t4OBPe3b97ab3RpwAcVoQp9rXQi9v38kvBzMz78hpulknML8fanECbu1TPF8n59DdhhrsRO9E3DXDFp6qMGuN2Buns/tnxQlYGaeuCW6rod46Tl3P1xhsW/PZGYOfXJyA4vmf2tmezYe6IU6PgSvOu+4uCrb23v8UH9XmXU0/OU7522wze7pdF6YsngZnh32G6p3vmg95yyxQei/qCwaPX4Obvyu2FonMVRVd9yC/TZyeWpJ5pVPcJ3GCwTjVIrHtUIX57uWMnLyyIL9DZvBMmfJxLXe0dpvX3AIte7ZenJb8buIEg30qb91zqIlTYf7MXmEtWC7T2c1e5RuHM+f3avsHH762aX2cMsujf78jTkDXStHL+j5QX2byXQleriFOgDgxGqdH6Vxc8E5CcQLEiZlxGl82iRPQGyfHQZwaa6D8F07xL8UJyKyTxEmcOtZAcVpentDzZkIgH6eRx/EhTt1rJisnIN8nZRKnjj4FZ/mSyyNxAmA0To/zCyKOV5lnTtyJEwAT4gQA4gSAOAGAOAGAOAEgTgAgTgCIEwCsjlNwX23mWXnuugVgcpyOz4A4JscjIQC4L07x84oyBfIMcgDmr5ySa6Czk35WTgCsiVNQJnEC4PI4nZVJnABYEKfmOb3ka58AYGackunqfbM7AFTi1KxL88WD+gTAzDgdV0JxnPKbAKASp7M10NkNueIEwLVxCs7O5U/ZiRMAk1dOACBOAIgTAIgTAIgTAOIEAOIEgDgBwB5x6nokOQBcG6f4MRAvn2YEACtXTmfvcAKANXE6vmBQnwAQJwDESZwAECcAxEmcABAnAJgbp4dLyQHYM05uwgXg7jh9HZzt4GgCcOvKCQDECQBxAgBxAgBxAkCcAECcABAnABAnAMQJAMQJAMQJAHECAHECQJwAQJwAECcAECcAxAkAxAkAxAkAcQIAcQJAnABAnAAQJwAQJwAQJwDECQDECQBxAgBxAkCcAECcAPhMfwHPAWNEXVN6GAAAAABJRU5ErkJggg==)

Note 3

If we provide these functions with not-parsable value, they return the special value NaN:

console.log(parseInt(**"cat"**));

console.log(parseFloat(**"css"**));

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE_3__41FDE7AE24EE91904FF6.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAD5klEQVR42u3dYY7aMBCAUe5/2qo9AK206ooliTMzdsAh76l/uhAvGyR/JDhwuwPAZG52AQDiBADiBIA4AYA4ASBOACBOAIgTAIgTAIgTAOIEAOIEgDgBgDgBIE4AIE4AiBMAnCpOt/+2fr5666jNARCnXGC+bjp6cwDEKX0A9ILNAf758+v31z+7Qpye6/KUk2ycapsDnDFO3w9YVg+M0+oB0DI2jQjtbg7wMXFalkmijorTd2BW6/J409bdxAm4VEf16UVxWkYoFafG5gAffIQnTofH6TEwW2vwImf/xAn41DhFjqjsqKPitPre0uPbS9nNAT64TOJ0eJy2Do/i7y2JE3DBON0tiD86TqsFSi18ECfgmvUSpwFxan/OUON83apI84D2pLac3XYXgz3dNOdQ8Z1Q2EVbd2ivXMiO3x+n1fELvyj7OFP3bzzR/U9x7sgJmK1PhVlg4IRy0FC1v311xo/cuV2I8vjlvkZ+b+FX9P+xjV3X8+pEnOASJ4V256BTDFV7Xd9OYyFOPePX4pT9eWr89q4IPmvLZ6HxGiX48kWc4PPjtBuJUwxV+NuzP88mszD+kMOmQpxSD7X2rNUOlMUJHDwlMjDnUFeOU+deKpy+G7W3e3a4OMFF41SbEN811AvilHpUo+IUX81xxFF14c7Z4y1xAnHanFW3JpQTDTV28u2P05CWxFfBdS61ECdgrj7VMjDnUEPm08hCweUCs/hjyC7Uzjavds5QnICJ4tRYOpydgGYYqjCfFtZhp+JUXuddXtFXOzi7Spwa189GPiKvc3NAnHYnuPJ7QsE49bznNOQ9pIFnGpfXJ534yKmRkEhXOjcHIueXUreeYqhD58r4Q+oZv/9jisqf8rD7eIIlm/20XufnD/n4InhXnFKT2lRDnT1OkV/d+G9tWt+9VLk/rpPGafX714/eHChMQ6Necb9rqNfE6d53BXH5ytn4VUflOO2O/yFxuoe/RXArQrubA/2Tdeek9vahshNc5FPdeg5NCuPvfkd74ZOECnspsqqi0NcZ43TPfP/66t3ECYbHqRaJaYeqXcy7OhEHF7zF7xAZP1im4DnPzuuLI3sgeJg1e5yWEUrFqbE5UOtT+dY5h+qc+8qrveOnyxrjl8vUOPAaEtSe84G7kS7fNDhO959fx75658jZP3ECCkeKvqbvIupxWn1v6fHtpezmAOJEPU5bh0fx95bECRAnxsdptUCphQ/iBBTiZD+I049DnMhVtLc9keYB3Le/Gd2eESeA98ep5+P4ECeAA/ukTOIEAOIEAOIEgDgBgDgBIE4AIE4AiBMAiBMA4gQA4gQA4gTAufwFGtNF5udUmfMAAAAASUVORK5CYII=)

To test for NaN, use the isNaN function:

isNaN(parseInt(**"cat"**));

Note 4

To test whether a given number is a valid finite number, use the isFinite function:

console.log(isFinite(10/5));

console.log(isFinite(10/0));

console.log(isFinite(parseFloat(**"css"**)));

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE_4__B906CC05DDA452AAC92D.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABeCAIAAAC7GRlBAAADb0lEQVR42u3d0W6bMBSAYd7/caveu5MmVbS2jw9gCCnfp10sGSFrWvHXYGApAHAzi48AAHECAHECQJwAQJwAECcAECcAxAkAxAkAxAkAcQIAcQJAnABAnAAQJwAQJwDECQDECQCOx2lZNAwAcQJAnOIyiRMAN4rT8tO6VfU/rZ9srsTHDcD8kVMdqnpoVT80AgPgxDg1GxMssFR84gDcIk4+ZQDECQBxSuzW+37oEwdgZpya0x9KOGOidCb1AcChOJXO9PF6gbheygTAzDgBgDgBIE4A83x+fvz743NAnIAnxun/G2mhOAHcK4H6JE4ANx2c6ZM4AdwiTnGueFCchqcrOZkJLh46rLfI8TMnLZwZ1tQrj59fP8zvuAvetBmz+MPsraf3jsGX5mf13DgNL5fnTFt4SZ+Gz5y98HBTvunheuWZJYPV7nhh8I5xy+OK+1k9K07J6ogTiNOOGvVWvjVO+YfJryv+fya/EHESJ3h6n+pf269ZeLjFD8ZV8aAnfmHwkmQVNu2cjIdZ4iROQHtb2XzmgoU3bda3xil44TBOwwM/4vTGcWpeVrx5BdjmQ9eBhZfEabhhnbjwcLM+PAzTK1/m+M1wlLa1QOL0riOn3u0Ee7duav5dn2Bin5LzxM5bOB4JZWZA1OXLT53YGktxenSc6vYsFd8AEKfdcQpadWRuYfIdxel2capj04vT8C66wJQ47R4NHF84cwwpc4JUZmdgcI5UPId7ONwJZmpkJpqL013i1Ly14PCYkzjBSX0aPnPewvlt9K/zaofrCV4Yl6n8PE6WHLftmGGYP6/ZT+kVcdqxK6830vINgCcM5uAucQomRDjmBOIER+MUHD3qKf155MVUcvjrQVImLho5AWTiZMyEOAEgTgAgTgCIEwCIEwCIEwB/ME7D85OcvQTApXEaXh/PqbUAXBond8IFQJwAECdxAuC94tS8jnjmXoK9a786OgXA/JHTwVtmGGYB8LI4BTfLMHgCYHKc6tj04hTv9wOAmXH6dVPBYIA1HE4BwIQ47diV1xtp+QYAcF2cggkRjjkBcDROwdGjntKfR15MJQdgysgJAMQJAHECAHECAHECQJwAQJwAECcAECcAxAkAxAkAxAkAcQIAcQJAnABAnAAQJwAQJwDECQDECQDECQBxAgBxAkCcAOA0X+RL9cuwhX5DAAAAAElFTkSuQmCC)

# **Node.js Booleans**

The boolean type Values in JavaScript can either be true or false.

Two literals are defined for boolean values: true and false.

We can convert values to boolean with the Boolean function, and the language converts everything to boolean when needed, according to the following rules:

false, 0 , empty strings "", NaN , null , and undefined all evaluate to false .

All other values evaluate to true .

## Example

console.log(0 == false);/\*from ww w. j a va 2 s .com\*/

console.log(**""** == false);

if(null){

}else{

console.log(**"false"**);

}

if(undefined){

}else{

console.log(**"false"**);

}

if(NaN){

}else{

console.log(**"false"**);

}

The code above generates the following result.

Example 2

We can assign these to variables and apply boolean operations to them.

**var** myData = true;

console.log(myData); **// true**

/\*from w w w . java 2s . co m\*/

**// Boolean operations (&&, ||, !) work as expected:**

console.log(true && true); **// true**

console.log(true && false); **// false**

console.log(true || false); **// true**

console.log(false || false); **// false**

console.log(!true); **// false**

console.log(!false); **// true**

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE_2__4FE4C3F2B3F32263C812.PNG](data:image/png;base64,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)

# **Node.js Strings**

Strings in JavaScript are sequences of Unicode characters.

We use a string of length 1 to represent character.

Strings can be wrapped in single or double quotation marks.

They are functionally equivalent.

To include a single quotation mark inside a single-quoted string, we can use \', and similarly for double quotation marks inside double-quoted strings, we can use \":

console.log(**'Javascript\'s new feature.'**)

console.log(**"\"Hey, new feature!\", he said."**)

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/D/DESCRIPTION__8596F9B12A559E9DB9A7.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAFe0lEQVR42u3d7XLbNhBG4dz/1aa9AabTTj2ZkFi8ACGalJ4z/mErAvGhZE8WgIEfGwAAN+OHIQAAkBMAAOQEACAnAADICQBATgAAkBMAgJwAACAnAADICQBATgAAkBMAgJwAACAnAAA5AQBATgAAcnp4B/7lDT+Y//F3FAA5VVHynuFyrkk3j/tfbeMnAOT05gnK7+2/c3fOt43PAJATOZETAJDTioh/8zm9M80zEwjgo+W0X4UqXmm9IXx934z9N/sXD+v9ekPSgFa9+7fVPW392Kqo1fGhjyD8OA7NzXAAHimnwxjXcli3yGFCUyhn6MduPtHNqFpRPu/jUOo2N4Z5va3hKuoCgGfLqRZP6LNR+YUt6WZFZ7qfCGxOTsnzJ+TUzYbJCcDz5FRMAbXkFM6AJdW9Qk51LD6vvWJSMa+rbv8qOflXAeDBcqpXLA5DcHeRoxvxXyGnbWTNaU5O+3WyJXKqF97ICc/i599//fNlHHBKTuHsUGiROs/YyoWQJXIayoHCptZp4uhQ10OxfFqvSHyBT5DTf435+vLp3E5O9fa2of+AT2yISDKq0Rh92LDD7/NsplinGZ2j24KloLDjraSqlb8ODTvw9prcfxmZ28kp2fTc2mDWLVJMqeVb1fePqu3YalU9CEWD64Hqjky3Md2t5F0xH27BT4adnPDhCRw53VFOD+uMGArgnJnqXMoQkRM5AbiLnDb7NciJnADc01vkRE7zZuInfFSs/GO6qVjDby3yX1l2OvqHrUpKDTWp27z9OMx9gtPvaY1J3U5yAnCFn4ai/PeWHQ3Bh8E3D7t18aF4XbdtKPonzeha549Bm/h/AzkBeK2fQkkchvXry57sS/JK3uwwXp9sRlIwsWaYBXazWHIC8A1yKgL9Hco+VE6repqMW5gIjn4Q26NWzsipN0Bvt451cXdOHrmLhTH9PmWHRDudLE4/LdfJaKA/ufa2xTOTHyGn+vc36xffII7fLYx2L7i6m2vzI4OxSk6tKZ37lJ0L3PnSVFL10E6Nk08gp4vkVASddwo397wu/aSc7ixaLJRTOFP0XWWHgvLhCn8StWuj5EZMmn0m7SMnciIncnp/Px2G3TDYXVk2jJvTqyxD2d60mVrOI6eL5HQYasnpWyJvcQnv45RATi+V0++vjwrmgrLT5kjC7plFsgkz5X4q3hMmc+S0Uk75+a2jadxoXfVV7ofPSQ54rU+k7fa3e83Vi+SUH/xaj0/yYpKL47ycWsE9CXYXl10up269S7a/T/gvkVP+C1h266UxrgjB++hZ33wxVGM3Ui+/Ln0bvEspvFdp78uiriVThRNjWExXdq/t6HacWlbJaTSUf2/Z83Ia+qOhpyU7uad73Tq0Yk4t5JTOydQXHZ2U05Zd+jd6bflQXRP3KoUtr8W/XE5DYzj60c+NCVbN7M2Fy8vKjv6OVOuwg6GH508rzmpKjmzIe5qcvbRkkpOcxqLP3I2rJ69L33aXG83VNZeRLLku/QI5TaSw4TiQEzlNx9PwoKDRibXuYT+FnM6kj+Eev/DkwOS8osedY/RZctr/wtYSOR0uoryxnLbe8hI5YaFf8ZlcNK13GFgnVh2SKamkrnzNv9uXl07rrRLSkjFMUlLTeiAnPEBOW3l1erIbbSib6dY1FBbDvnS/byUT9aa1ervgxEdzfgwPs7dpISWDAHICOQ1rKT++qF6faD28O5V0sq6JrdJbsJW8G5eLs6CSocjl9IoxDAen3sOZzILiM+VkELAgc1o1xTT0Os6PLXCrVGnuOAmQEzMxE/BaOZnQw13kNDTRB2YCQE7XycnoAwBuJCcAAMgJAEBOAACQEwCAnAAAICcAADkBAEBOAACQEwCAnAAAyPkFNTIHvao33EgAAAAASUVORK5CYII=)

Example

To get the length of a string in JavaScript, just use the length property:

**var** x = **"cat"**;

console.log(x.length);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__C3232778B557BD0C8BFE.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAABB0lEQVR42u3bQQ6CMBBA0d7/uMQ9LtwQoWNbhI7mvbCTIBkSfhprWQEgmWIEAIgTAIgTAOIEAOIEgDgBgDgBIE4AIE4AIE4AiBMAiBMA4gQA4gSAOAGAOAEgTgDwg3EqG0YGwOQ4bYOkTwBkiVOtVQAwJ07BQgoA5sdJmQDIFSc/OAGQd+WkT8ANluXxOoxCnFr7ZGqAONVuWFbFCRCnpGWSKHECSFomfboqTvs/4RoZQLzCE6eb4mQrBEAtTi0rKoP6cpwAGCiTOIkTQMY4rTbEixNAznqJkzjBH77U9m+3j5vB3j7Kean2IQyMqHZCvHOh9/rn43R4/YEv6r3PrvODB33+EQeeV+1eOi7Z2oQAAAAASUVORK5CYII=)

To add two strings together, you can use the + operator:

**var** s = **"CSS"** + **" is "** + **"cool"**;

console.log(s);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__0FD94C4F24F236C0385D.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAACPklEQVR42u3c626jMBCA0bz/27YvQKWttMoCHo9tSiebc7R/GggXR+LDCdrHBgDFPAwBAOIEAOIEgDgBgDgBIE4AIE4AiBMAiBMAiBMA4gQA4gSAOAGAOAEgTgAgTgCIU7ED+uM99w7AcJwe//p+5XSF46Lu0gp5eD5CAF4gTser9u6V5z/jlSsHQJwAXiZOrUt2XKM4bOIEPPv8/Pj+ZyhIxSm4XosT8IZx+nuoalo0Trt1goblL/qn3xZ2395aJ3jv6SJxAnEaKpNElY5TtyJzjdlVKnhXK2zdqVvwyxlAskz6VDdOVyVq9NGJ1vr55zVe5WENoEKZ4lwZpaJxOp0ATSydi1nwujgB63HqTqeMUq04tX7sySzNRCW/vjgBd5Zp1ycDdV+cttyj5D8Up+T6x32JEyBO/3mctsGHxYf+TFat+5bjBCsIZLAXcaLO1bD1e0b8a3zyR/ubN5I/5eSAdIdrt87Q26c/rPiwM50bPfG5lfOf1G99abn03xftyjG3tLWLLf2M33bRo+T53cH9fRq9W3++FBbZyOKZDpUg37/8xieyur7xVmKn93Uay/zNR8U4Ab/Yp9FFNTeyMiVaP5jkSc0lpHXkQ7PDzOgFx9xd8zjUwfxpZRIsTvC+cYrvjmtuZOJM68cpOZUZHZP8CY5+LnNf4okTsDp5Grqy3LyRuTj9xIRyYuOLFbkkTlvjG7yJOF01UxcnEKf+Te7ohfLmjczNEZN39+tVuPAhjvUnLC4Zt+DLvcpx+gLkXE+Y6Xl99gAAAABJRU5ErkJggg==)

Javascript + can convert them as best it can:

**var** distance = 25;

**var** s = **"This is a test: "** + distance + **"."**;

console.log(s);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__35928671F74BA8CC3AF2.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADBklEQVR42u3cQW7jMAxA0dz/uMXsM8AMUBSWLZOUnMjp++iiSWRGlgF+i2b7eAIAsBgPSwAAICcAAMgJAEBOAACQEwCAnAAAICcAADkBAEBOAACQEwCAnAAAICcAADkBwBT+fH39/7EUICcA5DQ6YVolJwDktKiZKIqcAGBRM/HTQnJ6/CP70ZTxALDCDo+cXi2nR5efA8hps1zZTwHcRU6RHZWFulxOR+b4/v0W2XZkhsFjNwvSHkVOwAebiZzIaUU5bca0a0JIwMfL6akh/mVy6ifcu8hpZIa1Y3flZM8E/AZ7kdNycmrz7+7L+DOqSB0sGPNobkcK2ZzR5p3sWh3NAWiTWpvdTpvBNh+tGSq+CIUlOhrQ71zIxh+X0278whdl55ka37nQ45f4DXJqq3zt+z8PicTpj99MKdWXsXtUpGgZl1PflHIx+hmkkAUmJpSLQtXOfTfjRwb3DVGOX/Zr5HsLXzF+sp2lG7k7Wa6sdySMSFK+aHx/H9OPUHBJZKsnESN7332ag24RqnZf31djQU4j8Wtyyr6fit9fiuBVa69C5x4lePtyJznFE3eqDlaoFgYrhDU5DQ4AORXUdYtQhXPPvp9VZiH+lG1TQU6pqdauWm2jfG85Pa985lTYOfUlV+5FHCn6AeWcWxj/rlC/WU6Dq1Qo381a7ZEFv4GcsvW31PiC845UUZZTsH2cnDBXTrWE+K5QL5BTalaz5BTv5rhiV10YnN1vfaycCg0O2fGnw3ZrhsGGiOD+LB65XDbE75TTpn1uxCjvDTU3+Y7LaYpL4l1wg60W5HSSdo/qYJF/dBQsqQWfOXXm1nfA6bmkFNgxU/9cyAnxrFHQwJqhpuTTSKNg22AWn0O2UTvrvFrNkJwALCSnTutwNgGtEKqQTwt92Ck5lfu8yx19tc0ZOQEgpyXkVH4mFJTTyDOnKc+QJlYa279PIicAV/mpnzezpapFQl2aK+NTGok/no7L/+XhdD5Bk5ETgEvklEpqS4W6u5wiX915WUvrp3+qPC7XReT0F9njwkkUiuuWAAAAAElFTkSuQmCC)

indexOf

To find a string with another string, use the indexOf function:

**var** i = **"this is a test"**.indexOf(**"is"**);

console.log(i);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/I/INDEXOF__B241A13069718E460AB1.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAA10lEQVR42u3a0QpFQBiF0Xn/x8U9SklI4WL2sFbzAKd9Lr7+UkYACFNMAIA4AYA4ASBOACBOAIgTAIgTAOIEAOIEAOIEgDgBgDgBIE4AIE4AiBMAiBMA4gQADcapbJgMgPpxWoOkTwBExGmXInECIOJyEicAxAkAcboZJ5MBEBQnZxMAiXGyFwBBcVImALLidPyg3HDAY10/zM8OvIpTOWM44BtxWn7M+vw7bcRJmYDPZ/L4LNPA5QTwkwNOnMQJoHKZrm8pE4kTQEqcRt9riBNAZrfEqboJU1l0as39McoAAAAASUVORK5CYII=)

substr and splice

To extract a substring from a string, use the substr or splice function.

substr takes the starting index and length of string to extract. splice takes the starting index and ending index:

**var** s = **"this is a test string."**.substr(19, 3);

**var** s1 = **"this is a test string."**.slice(19, 22);

console.log(s);

console.log(s1);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/S/SUBSTR_AND_SPLICE__2203791906B1BA17E99F.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAADUElEQVR42u3d226jMBRA0fz/53b6TqWpVEVA7HNsgh1YS/PQi0wJI3nHgZDHAgCTeTgEAIgTAIgTAOIEAOIEgDgBgDgBIE4AIE4AIE4AiBMAiBMA4gQA4gSAOAGAOAEgTgAgTgAgTgCIEwCIEwB3i9Pjv78vfr9e/Xb1QwB4Y5weT1at2v1apQA4deUUiZMDCoA4ASBOe9+uvgCA8XFytgmAieL0KkhaBfT4/vf1+8+hEKdSmbZXk2+/df4JuHCc/nZJOGdZOcXrpUnAJeO0LZM+TR2nbYrECbhkKV+1yvH5gDgpE3C9MlXXUo7SdHFaXK0H3DJOi6s2Jo8TwG27JU7iBOzPjM9TZPmk/auz+ucPjz/A6gMv715hbHWDzXFa/Txbr+DOBHf71YOdP7TiBFd75l6eaJ4nzYHD22bn1aTfcKnC7mTdNkG37WF8g9U8l4959alD4VmOOAGnxqnzSfSBwxsWBNlJuVrH4AbjcYr8JLu1cv8Ky7VtnMo1mq1P4gQ36lNq+nv38OzjmipOqWwEH3Jb/xrWkR/x4p44wV3ilKrICcMbHtexbW7+u8HlS3a92HlY4q0VJ2BAnFbnGLJ1OW14ZyQiFz6k4hR/XSt7sYY4iRPoUy4PY4f3zMKRSTa4A9UNxkPSdn2BOLXEaXub1+1vvQMXJolT+VK02YZnZ+H4KaJUXLMrtuDOd75IKE71MkU+/ValYGycVhdlreaa4G14Th6emoVT1z7sXopWTULkbUMN/y+d57qC16bfd+UUiZOZAob3KZuHscN75tn4ZB0/YdbzJq3m6b5a2fjj7YmQOAFnxGmJneQfO/xT4hRc2aQGBoPRvIf3jdPydCdyZYLhccq+XjR2ePaMUflNo9kdSG0wuF7pOU9WvjVUcHhnhK4WJ2ebYJI+ZX81dnhznHZvydP8J6obLN9UMPKu3uZd6rl90XLzl/UiQwBx6l9yFXpQ3rfqmq+wwWqZdi8IbHgP1u6fiyxY4+uwQpWX+W6yl7tar/Ct80/Asa31aRR3duSHDWoSIE6Mj9M2ReIEHBUnx0GcjomTMgGHrJPEiSNf1nM0gZ44NX96LOIE8N4+KRPiBIA4AYA4ASBOACBOAIgTAIgTAOIEAOIEAFs/xDLZC+W0W+8AAAAASUVORK5CYII=)

## Split

To split string into substrings, use the split function and get an array as the result:

**var** s = **"a|b|c|d|e|f|g|h"**.split(**"|"**);

console.log(s);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/S/SPLIT__07796568995FFDBD2133.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADI0lEQVR42u3c0ZKbMAxA0fz/33ba97RPnWxwZGEMtsm5sy+bwUIxjG6QgccTAIDJeJgCAAA5AQBATgAAcgIAgJwAAOQEAAA5AQDICQAAcgIAgJwAAOQEAAA5AQDICQCK/Prz+9+feQA5ASCnH3snSHICgImk+PZnWsgJAAbLqegqM3MrOT1euDq5ETu9X7ajDl/HWRp4EmJ1M736yeTcUE4Hy02+rPzfMi5GDQH7phcLYJ703lIam9XBY0pOICdyGi+neNRscspnfmV68b/LHVNy2i6iFJdViisupw6JE65+i/zn1Y3bMvmktCDzhg2Ks1dMBuRETuS0qqKqn1w/pFqmq+X4U4HeFSR5ORXErEZIJhm4P1a+k7ybnDJBsgnlimlbwL7pxSV4hvS2chqe1ZFjSk4LySkQyd69VMVQLegNXzbjtres2g7T3kzIqV1OxbXrg4WsV8C3DDtG6yinvrP3Gu2g5D6tZl12TMkpecER96/OG3KSnI4X9KQ5GlqCcQK93ExOHSpCW2srjpZZS98Vs2OlWyW9XkGOf83mO0fIKaiMxU+GDMmU9UwTL74oyQTJqOXIelVmA3K6uZw61qYl0ut42/RJcho1aeR0Dzlt110a5FQNUnVb/pYKcrqDnOJG0FRy6jB3c6dHTt8gp21nKa7FZw/JdM8ydyLEO0oGeaZXxRquvchpPTkV12DIaV05PX82GwdOGjnF7axkkT17yMHqXJXTriDJy6nm9iM5LSOnVfpmXUrt5On1ldNJnUZyIqfqdVubnPbewrB3ZashB3KaXU4Dn3l6lu5h6/J9g5gzpHfwKHQ8Scipe2fvSPep75BkE6/4IGrmCikfJHig+FOQzBcJlqmq9iKnWdp61WK9q5bF2+/9UZ95iU6zn+ZJLyO5vXEORtve2t79pUrf5qd8I+uCIfniu30QNbnrTJD4bRevkZO3C37ab36D5Cs2vEP9XDnlS/DMAb8kvYafCF2ejB7bpcTAyztgajkx01pmygy8QBvkRE4gpxMrAjMtZKZn6W0RQ8xETuQEcipUBHXhq8+S0eeAk3BRITETmvkLU9705aMaThIAAAAASUVORK5CYII=)

The trim function from V8 Javascript function removes whitespace from the beginning and end of a string:

var s = ' cat \n\n\n '. trim();

console.log(s);

# **Node.js Arrays**

To create arrays, you can either use traditional notation or array literal syntax :

var arr1 = new Array();

var arr2 = [];

As with objects, the literal syntax version is preferred.

We can test if an object is an array using the Array.isArray function:

var arr2 = [];

Array.isArray(arr2);

Array.isArray({});

We can create arrays quite easily in JavaScript using [].

Arrays have many useful functions.

**var** myData = [];

// w ww. j a va 2 s. c o m

myData.push(1); **// add at the end**

console.log(myData); **// prints [1]**

myData.unshift(2); **// add to the top**

console.log(myData); **// prints [2,1]**

**// Arrays are zero index based:**

console.log(myData[0]); **// prints 2**

The code above generates the following result.

Example

The array type in JavaScript length property returns the element count.

**var** arr2 = [];

arr2.length;

console.log(arr2);

**var** arr3 = [ **'cat'**, **'rat'**, **'bat'** ];

console.log(arr3.length);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__91277A0FDD4DC8789AEF.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAADDUlEQVR42u3dQXLiMBBA0dz/tpzAWUxNVQpiqbsVUBveW4aMMM6UfmQL8nUAQDNfTgEA4gQA4gSAOAGAOAEgTgAgTgCIEwCIEwCIEwDiBADiBIA4AYA4ASBOACBOAIjT7Dt+OPsKAGyIU/zrACBOAIiTOAFPc/vPqRAncQLEKX2EIipOgDi1y5JEiRNAizINcuUUiRPAhjhNl1POkjgB7C/TXZ+cKHECECdxEicAcRIn4G7ie5wBx3vGbkO7Bom/5OzZmD46OJLF3Xdn/+RutNqwkUOKH//ZD65hbsUJrtSn7K/tP2fGJoMsvtLx02Vn5/h8nY3TXZZSY6YOKdubfw+d9azPLnlxgmtfOBo/1HOQwkIhnqJUI2uFS5VpuhyMDxh5ol+/+fHcTmu0vU/iBNeO0/iyUs9BCq/06nGKn4Tsy4+fxulVzdT/OnECKkuWwuLmlYM8L06pRi7G6c/PQyr8kQuYK3eYrhEnf88JesZp8Otw50Fqa8TI042PcGXY+IqwfNsmu2L76DgBnft0d387Pm9uH2R9zo3vnjgy71UKTsp/tYNOnMQJ3i1OZ/vBsnPWlkGyc258tl0MbXD3dmoRll0OTp9XnIALxOnxd//+g6Rm58LsGWlkbVIu7AuPr8bir0icgI59GtzGT13C2jhIcHauzZ7Tw1gZdvoqahP99J1ewe88zjdQvFWc7ICA/nEqzIDbB7lcnOLX3MrrrfGG75WIvlWcft2kZ4KAJn0qzyZ7BylsRh+/sfTI73ovDBu/1he5MhnZ9Bj/QKZICN8tTmetAsTpNXE6TjYXBC9tRW7MTIe9BQyeN7Xuif+93cGzr68Ur3TPSZygSZ8KD/UZpPwZSIWPBartQSiUabx3sbztInunKr4aK3y9aZyUCdi4LuSjRGPjhhMgTvRdOekTIE40itPhyh7wkjg5D4gT0GidJE6IE9AlTuXP4uND4/T4JlynDHhSn5SJXJxshQCgUZwAQJwAQJwAECcAECcAxAkAxAkAcQIAcQJAnABAnABAnAAQJwAQJwAu7xvAKG2LSqkHIgAAAABJRU5ErkJggg==)

By default, arrays in JavaScript are numerically indexed:

**var** arr3 = [ **'cat'**, **'rat'**, **'bat'** ];

for (**var** i = 0; i < arr3.length; i++) {

console.log(arr3[i]);

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__7E2C8725880D16F22194.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABeCAIAAAC7GRlBAAADPElEQVR42u3d0W6bMBSAYd7/bTftnk3VVnVgHx+T2Gbs+9SLigRCaOVfJiTZdgC4mc0hAECcAECcABAnABAnAMQJAMQJAHECAHECAHECQJwAQJwAECcAECcAxAmg5Mf3b79+HAfECRCn348rjeIEcKMcHn4cFnECWBynYqscGXHKbXTTPGBsmb72ycERJ3GCgYPv4WxV8fxV8dTW0FXiHW4+i9rC2qMEd27uw/mpdR32a7fWpnEmdveK0/bBkYVXEtVcMn+V5pAdD821kfp8n67B/bB6bxiC/Y832Jt5/9ij4rT9UVz4uXz7m+MLj4xT0JKuO2Ty0IxTsMP5dYt7e+1P0/sUuB6nQ3vyvwPvilNxfjBzlRvG6fXJX++tvU9ZnAbGqTdI4gRv7NPX80XBgDtnlQvje+/spLmFZpySMRCnR8UpuIM4gTgdinItTvEWkut2vVglTk+L0+dN4gQj4nR+UT0YqSes0hzBk+fxgkfJbCE/5XJa7/lx+tqec4TECUb0qevyszmrvDhSx3HKbyEzlxKnh8dpr1yD1/xdokCc3h6n3g3mn/veujpjv3rRoziNitOeuJTc5AneHqeuMW70KsmTeMU3NiUfpbmF4K3EtdY29792DjDzLmBxWh8nYH6f8vOACavkB+Lzm1Kbm8psIf6ci2LAktO4/P7Uwla7s8+oFSdg/fQOxAkQJ8QJQJwQJ+DmQVImxAm4UZzMmRAnAMQJAMQJAMbGyQdDACBOAIhTq0ziBMCMOAVf2lRbIlEADIzToTfxVwvKEgCzZ07FJeIEwC3idJ5XiRMA6+MUvBDlmAKwIE5O6wHw78VJogAYGKfa1eHbickTAPNmTgAgTgCIEwCIEwCIEwDiBADiBMB/FydvXQLgXnHy/UwAPGfmpGcAiBMA4jSgZwDQHafmJ8Cel0gUAAPjVOyTL3YCYPHMKR8kcQJgWZyKsytxAmBxnA5n/MQJgMVxcloPgPVx6g2VRAEwJE576Xrx4k0mTwDMixMAiBMA4gQA4gQA4gSAOAGAOAEgTgAgTgCIEwCIEwCIEwDiBADiBIA4AYA4ASBOACBOAIgTAIgTAIgTAOIEAOIEgDgBwDA/AYYRhQYM+T84AAAAAElFTkSuQmCC)

To add an item to the end of an array, you can do one of two things:

**var** arr3 = [ **'cat'**, **'rat'**, **'bat'** ];

arr3.push(**"mat"**);

console.log(arr3);

arr3[arr3.length] = **"fat"**;

console.log(arr3);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__D4FF906F1002E1ECCFBF.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAEq0lEQVR42u3d647aMBBAYd7/bas+QFqp0opC7IxvkwS+o/0Diz22QXOwY+LHBgDAxXgYAgAAOQEAQE4AAHICAICcAADkBAAAOQEAyAkAAHICAICcAADkBAAAOQEAyAkAAHICAJATAMzj1+/ff/+MA8gJADntN+Pnz/tyPzk9njBePwPyDX30puOzBclPnyCnnGQdr2pK0I5wU1J2cjev8M4CV5668RM57RfPzNrj4fpCJ3dzSjPICR9ppvpcyhCREzmRE3AVOW12anyknEZy5Uu67EiyyeE6UnZyN2c1g5zwbd4ipw+X0+6Fmfdr7I//GbdFqfKl4c7q5nv905tBThdMnS+rT6Wr+rsX/NMK9jmgsj2h9K/DJ5tks/v69272vWXdrzkc5E/d0zFBTqV8WloKG18iq2ThkqUmZtuXcKd0sy90x1tJTtf0UzyrnlWwNRGXEm5r34Olgit+kaGIeG6wy/+ebPquQE61F+dk7d1KMsOd1c2EZpDTXZaeSk+eWzDehWCIw6B9yox3PFhVZDdgffoYKTui4W+X0+G0Y1u/Izwh3G6d+XFXNIOcyOl75DSxjxHrRBbxOsafnPo9kTNzygxXeniunKY0g5zu4qfd79FXKLhCTpWgK+TUmu5Hrrp1LwmSUzSdPWdDy3qW9bBUTs8XJDq+vC8tOJi+I9dp+uoJzoc6ruWQ00XltO3tCouky8rUZ4WcZoVrNcTEbo7I6Qr3pwA51V0yIqfDeppW6poURU7XldMW2Nwc+TofvFFQ6S5wi8LVg6Z1s/6woxnkdF8/vWzc2sK/M80pGEzNwS0DL9aJTJUOTdDU7EHxkNPJcprZvtzQZ/X0mg4gp+vLaTeLRRJfWsFIam5KtZWgrSm773pScLt8JRw53V5OzEROaFVFMPGlFbysnA6NFdwbEpRTfD5nt97V5cRM5ITWpaHuNaWlBQfl1OGtiFYP2zY4UO997HAYOR1nKHnqq/Cmk9N4wem/Mw3W3Hp/o8N7I7WaY4udF9V0mY2cAJBTtpy2vXvzdMgpUk/dTLuzq/hdl0otOZxjRcak1IV4OHICgDbJAeQEgJxwfzm5/LA7IMZh4qfCZ4ycgE455STr5CNiO8JNyaEnnoQ7qxkdv+p18C5+5GQQcAM5OaY9M19PaUZTQXLCyHl9ICdyIidywlo5WdBDtpxGcuVL/upIssnhum82mNbN1c0IjkBrOHICsFZOh3difX+m6W7ZJVuUKl8a7qxuls5rz2lGpfLucOQEYKacSoks56Cj3QyYcK5SxRMJ3ewLPXdz3e5Dx0cBuKKcTkmXDhskJwDkNPTikeOFOoImhKuf6nSKnJY2YwufTUVOAG4gp8qVoRW5Mi1c6eG5clrXjPpUlZwAXFdOz+npvRLLeqvlZFkPADkV/dSULitTnxVymhWuNU1P7OaInEaaMaXX5AQgW05bYHNz5Pt18EZBpduyLQpXD5rWzfrDpd3f7XtrOHICcIKcZrbPebhf0wxyAnAPOTHTVzWDnADcQE7M9G3NICcAzXKSOLBaSz5jABrkBAAAOQEAyAkAAHICAICcAADkBAAAOQEAyAkAAHICAJATAADn8gcIaOfPf/0AhgAAAABJRU5ErkJggg==)

We can specify the index of the element where you want to insert a new element.

If this element is past the last element, the elements in between are created and initialized with the value undefined :

**var** arr3 = [ **'cat'**, **'rat'**, **'bat'** ];

arr3[20] = **"splat"**;

console.log(arr3);

The code above generates the following result.
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## Note

To delete an item from an array, use the splice function, which takes an index and the number of items to delete.

What it returns is an array with the extracted items, and the original array is modified such that they no longer exist there:

**var** arr3 = [ **'cat'**, **'rat'**, **'bat'**, **'cat'**, **'rat'**, **'bat'** ];

arr3.splice(2, 2);

console.log(arr3);

console.log(arr3.length);

The code above generates the following result.

# **Node.js Array Functions**

push and pop

The push and pop functions let you add and remove items to the end of an array, respectively:

**var** nums = [ 1, 1, 2, 3, 5, 8 ];

nums.push(13);

console.log(nums);

nums.pop();

console.log(nums);

The code above generates the following result.
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unshift and shift

To insert or delete items from the front of an array, use unshift or shift , respectively:

**var** nums = [ 1, 2, 3, 5, 8 ];

nums.unshift(1);

console.log(nums);

nums.shift();

console.log(nums);

join

The array function join returns a string from the array:

**var** nums = [ 1, 1, 2, 3, 5, 8 ];

**var** s = nums.join(**", "**);

console.log(s);

The code above generates the following result.
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Sort

You can sort arrays using the sort function, which can be used with the built-in sorting function:

**var** nums = [ 3, 1, 8, 5, 2, 1];

nums.sort();

console.log(nums);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/S/SORT__409EE71626E0C3D004F5.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAABnklEQVR42u3aWW7CMBRA0ex/tZVYQPiohFAg9vOYgXPUv+ZB6qBcmWZZAeBkFksAgDgBgDgBIE4AIE4AiBMAiBMA4gQA4gQA4gSAOAGAOAEgTgAgTgCIEwCIEwDilDvijfUaeCWsM0BpnHod1muw+lbe0oC62aIpcQLoE6f5nXgdXzT+fuS0E94cnB0UJ4BL7pw2BxfFqeP71v1pwdL7XALidLE4HRjFuhFxAhCnsWVq6VNkVpwAbhKnundsOdtxWy5xArh8nGY2psuuS5yg3ePv8f9jKcTpvHFq2XJNeN/No3q+1oPfjNPrnJX1/nFqvIlPiJMHIkCcvpZJom4bp8+bvjgB1yqTPh0Wp+ovstKDyzfZwfRh2XdMdDF7qvGqiRPcfpMnTpPitNeJNffcQd1gokxFg3u/zZ5q0eDqgQj47ThFdlQWauDOKf0KBuOvI05w+zIl9lVMipMyiROIkzidK04GxQkQp4FxctMcfiWsM4G72Oc/KoLPgAWfGTv81YoWJL5cRUsaObEuD92lZ/eWtP3zU/F5K7ocXa71EwYbAezcs6ALAAAAAElFTkSuQmCC)

We can provide your own sorting function as a parameter:

**var** names = [ **'CSS'**, **'HTML'**, **'Java'**, **'SQL'**, **'CSS3'**, **'HTML5'**];

names.sort();/\* w w w . j a va 2 s . co m\*/

console.log(names);

names.sort(function (a, b) {

**var** a1 = a.toLowerCase(), b1 = b.toLowerCase();

if (a1 < b1) return 1;

if (a1 > b1) return -1;

return 0;

});

console.log(names);

The code above generates the following result.

## http://www.java2s.com/Tutorials/JavascriptImage/myResult/S/SORT__6809103DE90DC1F03990.PNGLoop

To iterate over items in arrays, we can use the for loop or forEach function

[ **'CSS'**, **'HTML'**, **'CSS3'**, **'HTML5'**, **'Javascript'**, **'SQL'**].forEach( function (value) {

console.log(value);

});

The code above generates the following result.

# **Node.js Functions**

JavaScript is a functional programming language, functions are fully typed objects that can be manipulated, extended, and passed around as data.

A normal function structure in JavaScript is defined as follows.

function functionName() {

// function body

// optional return;

}

All functions return a value in JavaScript.

In the absence of an explicit return statement, a function returns undefined.

function myData() {

return 123;

}

console.log(myData()); **// 123**

function myValue() {

}

console.log(myValue()); **// undefined**

Example

The following code shows how to create a function:

function hello(name) {

console.log(**"hello "** + name);

}

hello(**"CSS"**);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/E/EXAMPLE__C1290A0563F49A0A4A98.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAB9ElEQVR42u3c0W6CMBSAYd//bRcfgCXbDQF6OD11tWbfl10pVKiJvxWyxwYAi3mYAgDECQDECQBxAgBxAkCcAECcABAnABAnABAnAMQJAMQJAHECAHECQJwAQJwAEKe7LX70DbrbpbA7AOJ0n5muuux3KezeGm0/ZvBy8cF4vwGsnEZXTud9D4/EL2QBByBOL65Ca8e4RnHYvN8A4lSPU7CXOAGI03Z7Aen8eObXtjgVmaTF44xf7gKm+Xo+f/9MBX1xasXm8vHe7cvLtcO9El3PAuI0cqhqusrKqRWecwPyoYrXPdlzkCgQp3eUSaKWjlO8y4Q4Xa7wup4FKJdJn8TpuE38uuPBA9iXKc6VWVorTucejMdpy91KLk7AtDjdLqfM0ipx2q7+g0M+SMn78VqrpcyBKRPwd2U69MlEzYvT+V8HtW4cD+6SiLfPH8BlqGrPAojTZ6+cgLd8GrauZ8RX45MX7ScPkj/l5ITcTtdhm67dy29WfNiZzvWeeG3j/Dv1xh8txQk+oE+939b3H4WLDDJ4pl0lyPcvP3ghq+ODtxJbfq3LWOa/fIgTUP8g7v1EmzbIyJJo/GCSJ1VLSOvIu1aHmdkLjvl2y/NUB+unkUWwOMH/jVP87XjNQQpnun6ckkuZ3jnJn2Dv+1L7EW9+nL4BjdtW57X+RmwAAAAASUVORK5CYII=)

Note

To declare parameters for a function in JavaScript, list them in the parentheses.

There is no checking of these parameters at runtime:

function hello(name) {

console.log(**"hello "** + name);

}

hello();

hello(**"CSS"**, **"HTML"**, **"AAA"**, 4);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE__2B626D514F375ECBC9F5.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAD+UlEQVR42u3dW27bMBBA0ex/t0UWoBYtELgWORyOnrbPQX5qWy8X4A0tRf5aAOBmvrwFAIgTAIgTAOIEAOIEgDgBgDgBIE4AIE4AIE4AiBMAiBMA4gQA4gSAOAGAOAEgTqNX/DW30odFCovvdmwzm/763yX7AEAqToXB+nGR3cf62m5kXlw+3n3fPQDMnA7fQ3ECECdxAhAncRIngGvj1DuDsn48jtPwTMzTC5r/HO5PctPr6yAK25raBwB2i1MvNs3HZ18/nHCsIxGsv5eT4SJL52qO2WO5w/UgAJ8ycwqG8mAQz4SksNHaU82LxfddYf4YATgwTvEit4rTcdvKrA0AcRIngA+O0+M/bx6n9a7uvkJxgh+/vr///HgfODtOS+euP/nxPbPR4Gq6Zf7Sib3OOWVWeMT9kECcarvx8+P/5R3i1AxDb4xuDtnD1w83HQz3mTb01jk8wMKxZ/YBuLBM+vQ+MyeAt5m66ZM4AVxcpngu5S0SJ4C7xGlxpYY4AdyzW+IkTkBl6Hz69Kl3Vr95wv+0BWsNCC5P6D01fHAqNs3Xrw+z9l9Wfs3wTf6oazrECW7dp/yoetWCswNxb8CdPfbkUr3dK7wVmc5tPOR/D079riBOwAV9Sj547YL5Q0huYrjRWjLzB55cVeZqwHj6mFl2S4bfOU6v+31OIE7iNDttmjrGTHUyH+IV3v9Pj1PhBgfNP1yt71/rj2GDzcU7Y7zj1fvU/D36DgseEadgo0fEaXa433LWrZcxcXqNmVPvFg/JDZnA8WZxejwhUfjl/dAFNw7fmfM0tfUk50OFczni9KFxCm77HdQoDpvBDnG6SZzW5/9rcRquJ1OmWqLE6RPjFN+wXJz4zD49Xbi1pP/O9JwFk0Nz8pKBp+pkpkrDEkzt9sbwiNN5cYpvcjr7aVucitk7w84+Cy8Xp+Yolhn4TlswMzRPDbXBRmeH7Nr5pOTl8sHmxOnwOAXfIhEHKfP68nQt/k4K31jBe8cpOfCdtuBt4zQsVvLakGSc8vM5V+vtM3PqhSf/fU7lLxuUKPRpr8+UDl1wY5wK3cpkdbhvG9+o9TEWGiZO+8cpXuSEODVneFPPgjht/NBs378zTa559v5Gw3sjzZZjyX1f1NRpNnF6+TgFX/E3fBbE6ZI4La178xTilFlPXKbm7Cp/16XengznWJn3pHcI+c2J01ezB9vjtOQuJRcneLmswuFxWlp3cMgHKXk9Xm+2lNkxZQJx4g3jtL51UO/C8eAqifj1+R1ohqr2LCBOvPbMCaAcJ28C4gTcYqpU+74+ECfg2Dj5QA9xAkCcAECcABAnABAnABAnAMQJAMQJAHECAHECQJwA4Fy/ARjoCARo7CToAAAAAElFTkSuQmCC)

If too few parameters are passed into a function call, the resulting variables are assigned the value undefined.

If too many are passed in, the extras are simply unused.

All functions have a predefined array in the body called arguments.

It has all the values that were passed in to the function, and we can do extra checking on the parameter list.

Functions in JavaScript do not even need to have names:

**var** x = function (a, b) {

return a + b;

}

console.log(x(10, 20));

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/N/NOTE__5BA2E967DAE9E3B6274A.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAACG0lEQVR42u3cXVKDMBSA0e5/teoG0IeOwzTJzQ2FgHLO+GJLKEUn34T+PBYAuJiHUwCAOAGAOAEgTgAgTgCIEwCIEwDiBADiBADiBIA4AYA4ASBOACBOwOV8fX78/DgPiBMgTs/HlUZxArhQDl9+nBZxAjg5TtVWOTM3itNjJbjX2QROKdO6T07OLeK0rk41Qr+36BPsO/m+XK2qXr+qXto6dEh8wN1n0bqx9SjBxt1jKJ/a0Gnfdm9rGWdht3+cWq0qNxAnOCJR3VvmD+lO2fHU3Jqpy22GJveX4aNhCI4/3uFo5v1j7xCnYCHV/RW4Q5yClgxtkMlDN07BAefHVo92259m9CmwJU7BNT1xgplxqq4PZg65YJzeX/yN3jv6lMXpkDjFLziJE0zo0/p6UTDhzhmyYX4fXZ1099CNUzIG4vQfVk4u64E4JWfw8jWY0TjFe0iOHXqxSpz+XpwWrznBeXEqX1QPZuoJQ7ozePI6XvAomT3kl1wu64kTsH+fht5+NmfImzN1HKf8HjJrKXG6V5wWbyUHcTovTqM7zD/3pffujGXrmx7FaZ84lR/CbW1g2QSHxmlojjt6SPIiXvWDTclH6e4h+Chxq7Xd429dA8x8ClicTohT/AVFvr4IJvQpvw6YMCQ/EZcfSu3uKrOH+HsuqgFLLuPyx9MKW2tj31G7Z5wAti3vQJwAcUKcAMQJcQIuHiRlYl/fcjyQCpSsJ6AAAAAASUVORK5CYII=)

The nameless functions are typically called anonymous functions.

## Function Scope

Every time a function is called, a new variable scope is created.

Variables declared in the parent scope are available to that function.

Variables declared within the new scope are not available when the function exits.

Consider the following code:

**var** pet = **'cat'**;

function myMethod() {

**var** pet = **'dog'**;

console.log(pet);

}

myMethod();

console.log(pet);

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/F/FUNCTION_SCOPE__EE69BE877BC1AEE60315.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAADcklEQVR42u3d4W7aMBSAUd7/bas9QCatatUlxL73OiSmOUf7UUFnIJv81YkLjwUAJvNwCAAQJwAQJwDECQDECQBxAgBxAkCcAECcAECcABAngOc+/nx8/nEoECdAnNLPUETFCRCn6bIkUeIEMEWZGrlyiMQJ4II4dZdTjpI4AVxfplWfHKi54vT4x4EDxIlZ4vT44sABt02XOFk5wU0nvu0M2N4z1thaduEg8ZecPRrdexvPZHD33d5fWY1WGzbylOLPf+8f7i1yK04wb5+yP7b/nBknGWTwlbYfLjs7x+frbJxWWUqNmXpK2d583rXXs5l3yYsTvNOJo/Zdcw5SWCjEU5RqZK1wqTJ1l4PxASMP9PSbt8e2W6MJ+xTNzHeTtnHauxDlAhUcHqf2aaU5Bym80nePU/wgZF9+/DB2z2qm/tdNGqdVmX725vvr7e2ru1QKXrd4KixuzhzkdXFKNXIwTocfh1T4IycwR64wvV+cutXp3qVMcFScGj8OzzxIbY0Yebj2MxwZNr4iLF+2ya7YxEmcYNI+ra5vx+fNywcZn3PjuyeWzO8qBSflo3bQidPFcVr+P+NnooHxOO3tB8vOWZcMkp1z47PtYGiDu7dTi7DscrD7uOJ0cJxcbYJXxGn7s//8g6Rm58LsGWlkbVIu7AuPr8bir0icWn3a9mb19XbZBBzSp8Zl/NQprAsHCc7Otdmz+zRGhu2+itpE3/1Nr+B3LvsbKH55nJb8VvLHhokGDoxTYQa8fJC3i1P8nFt5vdXe8D0S0bvEqTK0PsGhfSrPJtcOUtiM3v7F0iW/670wbPxcX+TMZGTTY/wNmSIhFKfdMnVvAcQpOGXHT21FLsx0h203oxue1Lon/nm7jUcfXyneNE7KBCN9Ktw1zyDl90AqvC1QbQ9CoUztvYvlbRfZK1Xx1Vjh9t8Zp8VuPWBgNcbNyQYgTogTgDghTsDkcXIcECdgonWSOCFOwCxxKr8XH+I0NqjteUCvT8qEOAFw7zj5xSYATopT991dt7dIFAAvjFP382197i0Ap8YpGyRxAuDUODW+QZwAmCJOTz+BUJwAOClO289id1oPgMvitOzswet+LVEAvDBOS2ArucUTAGfHCQDECQBxAgBxAgBxAkCcAECcABAnABAnAMQJAMQJAMQJAHECAHEC4F39Bc21cf9ONqbjAAAAAElFTkSuQmCC)

Combining this scoping with anonymous functions is better way to use private variables that will disappear when the anonymous function exits.

Example 2

Here's a contrived example to compute the volume of a cone:

**var** **height** = 5;

**var** radius = 3;

**var** volume;

**// declare and immediately call anonymous function to create scope**

(function () {/\*from w w w . j av a 2 s . c o m\*/

**var** pir2 = Math.PI \* radius \* radius; **// temp var**

volume = (pir2 \* **height**) / 3;

})();

console.log(volume);

The code above generates the following result.
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# **Node.js Higher Order Function**

## Immediately Executing Function

We can execute a function immediately after you define it.

Simply wrap the function in parentheses () and invoke it.

(function myData() {

console.log(**'myData was executed!'**);

})();

An immediately executing function creates a new variable scope.

An if, else, or while does not create a new variable scope in JavaScript.

**var** myData = 123;

if (true) {

**var** myData = 456;

}

console.log(myData); **// 456;**

The only recommended way of creating a new variable scope in JavaScript is using a function.

The following code shows how to create a new variable scope with an immediately executing function.

**var** myData = 123;

if (true) {

(function () { **// create a new scope**

**var** myData = 456;

})();

}

console.log(myData); **// 123;**

## Anonymous Function

A function without a name is called an anonymous function.

In JavaScript, you can assign a function to a variable.

If you are going to use a function as a variable, you don't need to name the function.

The following code shows two ways of defining a function inline.

Both of these methods are equivalent.

**var** foo1 = function namedFunction() {

console.log(**'foo1'**);

}

foo1(); **// foo1**

**var** foo2 = function () { **// no function name i.e. anonymous function**

console.log(**'foo2'**);

}

foo2(); **// foo2**

A programming language is said to have first-class functions if a function can be treated the same way as any other variable in the language.

JavaScript has first-class functions.

## Higher-Order Functions

Since JavaScript allows us to assign functions to variables, we can pass functions to other functions.

Functions that take functions as arguments are called higher-order functions.

A very common example of a higher-order function is setTimeout.

The following code shows how to use setTimeout function.

setTimeout(function () {

console.log(**'2000 milliseconds have passed since this demo started'**);

}, 2000);

If you run this application in Node.js, you will see the console.log message after two seconds and then the application will exit.

We used an anonymous function as the first argument to setTimeout.

This makes setTimeout a higher-order function.

We can create a function and passing that in.

function foo() {

console.log(**'2000 milliseconds have passed since this demo started'**);

}

setTimeout(foo, 2000);

## Closures

If there is a function defined inside another function, the inner function has access to the variables declared in the outer function.

The variables in the outer function have been closed by the inner function.

The concept in itself is simple enough and fairly intuitive.

function outerFunction(arg) {

**var** variableInOuterFunction = arg;

function myValue() {

console.log(variableInOuterFunction);

}

myValue();

}

outerFunction(**'hello closure!'**); **// logs hello closure!**

# **Node.js Objects**

To create an object, we can use either of the following,

**var** o1 = new Object();

**var** o2 = {};

The latter, known as object literal syntax, is preferred.

We can specify the contents of objects using object literal syntax.

We can specify member names and values at initialization time:

## Example

**var** user = {

first\_name: **"HTML"**,

last\_name: **"CSS"**,

age: 32,

website: **"java2s.com"**

};

We can add a new property to your user object by using any of the following methods:

user.name= **"brown"**;

user[**"name"**] = **"brown"**;

**var** attribute = **'name'**;

user[attribute] = **"brown"**;

If we try to access a property that does not exist, we do not receive an error, but instead just get back undefined.

To remove a property from an object, we can use the delete keyword:

delete user.name;

Object Literals

The most common way of creating an object in JavaScript is using the object notation, {}.

Objects can be extended arbitrarily at runtime.

**var** myData = {};

console.log(myData); **// {}**

myData.myValue = 123; **// extend myData**

console.log(myData); **// { myValue: 123 }**

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/O/OBJECT_LITERALS__D106AA781FA3FD53142B.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAADrElEQVR42u3dXY6bMBiG0ex/ta26AFr1okoT+PxijGEy56gXSRR+wkh+xsCkjwUAbubhEAAgTgAgTgCIEwCIEwDiBADiBIA4AYA4AYA4ASBOACBOAIgTAIgTcF8/f/34889xQJwAcfpv6wIpTgA3iuLLP4flu8Tp8Vf9CsAlcVptlSPz+XHa6pA+Abcqkzh9ozjVBdIn4FZxWtyaIU7iBMOH2pcLJ1tXU1YvtExYqrnzxSeqP2nx/r0Xk+o92Upa/eMIf17Fngz5aOIkTnBln8IXL1kqH8SbT5MdqFcSHsPmp67nZMkxKapT/H5QHwpxEie4dZ86BsdTl0p2O1lzRz6TQbzZs2QNSXu6f3Dhi+IkTiBOHxKnvp7tjUdxEq97bipOO+KUtEef4NQ4PV8QqmcD05bKx/Ri4N4azZubaL5na6khH6R+gzjNiNOu5OgTnNSnPBgzl8qH7JcbLjpmJM2VhIuHiRInMycgjdPWi1ctlQzZHSN18oYwDHWixOlrx2lxzQkujdPqSJdML85eqmNcTqZWe4OXTJu2EtUxBRQncQJ92rw5u+PSzhlL3SpOu871dVwee49TshviJE7wsZOnXUPYzKXGxin8rof8ZsLitGR+AvBgdcRJnECc5i0VXj3a+jvTfFvJSorvvCiaEX6c4jJVc7XiJE7wsX0KX5y81K55w/vXI4UrTFZSfyHT86fYlZnmlG5160nbjnxBlDilBVImwO/+XBanxf/nBIgTN4wTQDNODgLiBNxrqiROiBNwlzi5ks+Vcbr5FaYvfQHM1TuAnjhNGD0fT5LXV98zvx/F7iV7rk8AnXGaNm4euWH9vJ2s87Nax/fH+gTwVeO0ta07jOyrU7qtN/Tdcy9OAOI0ZlaXvEGcAK6J07/3rJ7gen9anPV6f7q6ra2lmutPNjowTnlyxAlgZJyaydl6vJqfOk7JasPa1XvVcRCKIyNOACPj1HdKqnjajNPLK2Pj9HgzpNDNc3r6BDAsTt1j965WFWvLbx/fFaeeg9WK08Dk6BMgTrNnTsfj9HJ56fI4DbzN3cwJ4JQbIpKnS3Cyq/7L1vzxUv7V0fHTes1TlIu79QA+LE716/nj4rJT+Bmb3wHxvMK+uZo4ASzn3a1XP60nGckbHqX3+B28lby5ibB/4gQwe+bUs3kDsTgB3CpORmFxAjgUp7Hj5oRvEFcmgG8Rp4Gjp1HYMQEYFicAECcAxAkAxAkAxAkAcQIAcQJAnABAnAAQJwCY7zec5i5GTlomNgAAAABJRU5ErkJggg==)

We can define which properties go on an object upfront by using the object literal notation.

**var** myData = {

myValue: 123

};

console.log(myData); **// { myValue: 123 }**

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavascriptImage/myResult/O/OBJECT_LITERALS__BA213F0C50B026309795.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADiklEQVR42u2c0W6kMAxF+f+/7f4AlbpSNQLiXF9nQqaco33YFmpCRvIZB5NtBwAAWIyNKQAAAOQEAACAnAAAADkBAAAgJwAAQE4AAADICQD+Hv++vv7/YyoAOQEAcvKHik2REwAgpxXNhKKQEwDAombCT8gJAOBOM8W6YpaQEwDAbDl1yylmCTkBANxvpoOfmCjkBACAnJATAEzPhq3nGfHTePGh/eQg+i2LE9KdrsM5qT+3P6x42Irnsjfunax/UussWiIngBX9lP22/poKFwlSvNOUCXT/6cENrdaDtxRrX+tSlvqXj4+R0/bDumXg2sP7w4OH4X7KHlozSKUkqg9GvClPIa2Rp6pDZfaCMXfPPE91UD9ViuCb5TQhe24vKL+/PGe+P4LhKSPHT6Cn2lZWWjOIcafry0ksZbJzot9g9nPxFvE+Rk7T8mYsgLsGGevn0o7n/+MneFPxlMosk4N4cnpHQWkEL1pkiJxaK3iGnEZV6g+VU+taK2T2y5KudUJwCDlBpaQ4p56Vg3g1ovjtvm6FgU0c9Q6LIfMWLO4hpwfJST8BOUFdTq3Us3KQipxeH4cMl5MYPKUQu5sAOb1XTr/nXC5wnX8MVr3OPyrrbOIAxIsOlJOuHOQEcd7XlbBOECPJZtveUoOxe+qM3u5RykFO1bzcdZKxPtZdPVMu0QoYj8qYhGBmkBPU5XQ4aufrmUGySdboWcjq1sjCxnOpgcpBTqWM2fWBLqfDb8bKaTsxxNDdNT38BF7uDpKpvpHBvUFSa3Fez4IymGJw+0PU663gBOQkVQNFOe1h78B5ja5brhlyciarJ6eBysFPyOmBcqq0NXcHYwcXW9UrKV5p+vBWRKmcZsvp8HjpdjkNbHOncoK9tkfDgkFmysnom0jl+tah7PtP+viNV9CeIqfdes2o225gv1c7almvWBoGq46jBA/4qZg47g2S/UNxyz7jcl7weMtBZdeG3dpnqNtVMectMeSUfoqTlVPQrFFviNiusGs15ATiN+4hDWbvDuK9xnu56Y6+vam+mWwcvGsm3azZOVHuV985gm69i9Tc+jG1Gta9XKvBoaWKlhqVjoZYcl3/ISfI+sk4tE6QgWlRX4QcspyomKn1DnJxIdRr89NtVzn0qZWTc3kSMXICFi0BlpITWRg5AXJiKqAkp7F5c8IO4pgJADnBI+Q0MHuShZkTQE6YCQK+AcZGGs5JoqEeAAAAAElFTkSuQmCC)

We can nest object literals inside object literals.

**var** myData = {

myValue: 123,

bas: {

bas1: **'some string'**,

bas2: 345

}

};

console.log(myData);

We can have arrays inside object literals.

**var** myData = {

myValue: 123,

bas: [1, 2, 3]

};

console.log(myData);

We can also have these arrays themselves contain object literals.

**var** myData = {

myValue: 123, /\*from w ww .j a v a 2 s . co m\*/

bas: [{

myItem: 1

},

{

myItem: 2

},

{

myItem: 3

}]

};

console.log(myData.myValue); **// 123**

console.log(myData.bas[0].myItem); **// 1**

console.log(myData.bas[2].myItem); **// 2**